Name: Prashant Kumar

Roll No.: 222CS2097

Assignment III: DSAD

**[1]. Demonstrate the insertion of the keys 5, 28, 19, 15, 20, 33, 12, 17, 10 into a hash table with collisions resolved by chaining. Let the table have 9 slots, and let the hash function be h(k) = k mod 9.**

**Solution:**

The keys will be mod with 9 and then inserted into the hash table. The mod values for each key will be:

5 mod 9 = 5

28 mod 9 = 0

19 mod 9 = 5

15 mod 9 = 1

20 mod 9 = 6

33 mod 9 = 5

12 mod 9 = 5

17 mod 9 = 3

10 mod 9 = 3

Hence, the hash table will be filled as:

0 -

1 - 28 -> 19 ->10

2 - 20

3 -12

4 -

5 - 5

6 - 15 -> 33

7 -

8 - 17

**[2]. Show that if |U| > nm, there is a subset of U of size n consisting of keys that all hash to the same slot, so that the worst-case searching time for hashing with chaining is O(n).**

**Solution:**

Since there are **m** slots available and the size of Universe(U) > nm The number of keys in Universe per slot > n

=> U > nm

=> U/m > n

Assume that:

Number of keys (n) = 100

Number of slots in hash table (m) = 10

Number of keys in U that hash to 1 slot = U/m = n = 100

From the given information, we know that **U/m > n** which means that at least **n** keys hash to the same slot of the table.

Since this implementation is achieved via Chaining, so searching in a list of size **n** will cost O(n) running time.

**[3]. Suppose a string of r characters is hashed into m slots by treating it as a radix-128 number and then using the division method. The number m is easily represented as a 32-bit computer word, but the string of r characters, treated as a radix-128 number, takes many words. How can we apply the division method to compute the hash value of the character string without using more than a constant number of words of storage outside the string itself?**

**Solution:**

Basics:

This problem requires some basic number theory principles, and more specifically modulo arithmetic. The following 2 will be applied to solve this problem. (The second one holds for integers only)

(a + b) % m = (a % m + b % m) % m

and

(a. b) % m = ((a % m). (b % m)) %m

Solution:

Based on above analysis, the string of r characters can be hashed using division method with constant space.

Any string of length r can be converted to a radix-128 number, say,

n= c0.1280 + c1.1281 + c2 .1282 + ... + cr-1.128r-1,

where ci means the ith character starting from the least significant end with 0 (which can also be viewed as an integer of its ASCII code).

Hence, applying the division hashing function,

n %m = (c0.1280 + c1.1281 + c2 .1282 + ... + cr-1.128r-1) )% m

= (c0.1280) % m + (c1.1281 )% m + (c2 .1282)% m + ... + (cr-1.128r-1)% m )% m

However, It looks that we need first compute some large numbers, for example, 128r--1 of the last term, If so. we still need many words to store them. But based on the second rule mentioned above, we don't have to store such large numbers. All we need to do is take the modulo operation after each multiplication. In this way, only constant number of words for storage is needed**.**

**[4]. Draw the 11-entry hash table for hashing the keys 12, 44, 13, 88, 23, 94, 11, 39, 20 using the function (2i+5) mod 11, closed hashing, assuming collisions are handled by linear probing.**

**Solution:**

h(x) = (2\*i + 5) mod 11

The keys will be calculated using h(x) and then inserted into the hash table with collision resolution technique linear probing. The mod values for each key will be:

2\*12 + 5 mod 11 = 5

2\*22 + 5 mod 11 = 5 2\*22 + 5 +1 mod 11 = 6

2\*13 + 5 mod 11 = 9

2 \*88 + 5 mod 11 = 5 2 \*88 + 5 +1 mod 11 = 6 2 \*88 + 5 +2 mod 11 = 7

2\*23 + 5 mod 11 = 7 2\*23 + 5 + 1 mod 11 = 8

2\*94 + 5 mod 11 = 6 2\*94 + 5 + 1mod 11 = 7 2\*94 + 5 +2 mod 11 = 8 2\*94 + 5 +3 mod 11 = 9 2\*94 + 5 + 4 mod 11 = 10

2\*11 + 5 mod 11 = 5 2\*11 + 5+ 1 mod 11 = 6 2\*11 + 5+ 2 mod 11 = 7 2\*11 + 5+ 3 mod 11 = 8 2\*11 + 5+ 4 mod 11 = 9 2\*11 + 5+ 5 mod 11 = 10 2\*11 + 5+ 6 mod 11 = 0

2\*39 + 5 mod 11 = 6 2\*39 + 5+ 1 mod 11 = 7 2\*39 + 5+ 2 mod 11 = 8 2\*39 + 5+ 3 mod 11 = 9 2\*39 + 5+ 4 mod 11 = 10 2\*39 + 5+ 5 mod 11 = 0 2\*39 + 5+ 6 mod 11 = 1

2\*20 + 5 mod 11 = 1 2\*20 + 5+1 mod 11 = 2

|  |  |
| --- | --- |
| Index | Keys |
| *0* | **11** |
| *1* | **39** |
| *2* | **20** |
| *3* |  |
| *4* |  |
| *5* | **12** |
| *6* | **22** |
| *7* | **88** |
| *8* | **23** |
| *9* | **13** |
| *10* | **94** |

**[5]. Design a C++ class that implements the Hash table as data structure?**

**Solution:**

In hashing there is a hash function that maps keys to some values. But these hashing function may lead to collision that is two or more keys are mapped to same value. Chain hashing avoids collision. The idea is to make each cell of hash table point to a linked list of records that have same hash function value.

Suppose a hash function, such that our hash table has 'N' number of buckets.

To insert a node into the hash table, we need to find the hash index for the given key. And it could be calculated using the hash function.

**Example:** **hash Index = key % no of Buckets.**

**Insert:** Move to the bucket corresponds to the above calculated hash index and insert the new node at the end of the list.

**Delete:** To delete a node from hash table, calculate the hash index for the key, move to the bucket corresponds to the calculated hash index, search the list in the current bucket to find and remove the node with the given key.

Code:

1. #include<iostream>
2. #include <list>
3. using namespace std;
4. class Hash
5. {
6. int BUCKET; // No. of buckets
7. // Pointer to an array containing buckets
8. list<int> \*table;
9. public:
10. Hash(int V);  // Constructor
11. // inserts a key into hash table
12. void insertItem(int x);
13. // deletes a key from hash table
14. void deleteItem(int key);
15. // hash function to map values to key
16. int hashFunction(int x) {

return (x % BUCKET);

1. }
2. void displayHash();
3. };
4. Hash::Hash(int b)
5. {
6. this->BUCKET = b;
7. table = new list<int>[BUCKET];
8. }
9. void Hash::insertItem(int key)
10. {
11. int index = hashFunction(key);
12. table[index].push\_back(key);
13. }
14. void Hash::deleteItem(int key)
15. {
16. // get the hash index of key
17. int index = hashFunction(key);
18. // find the key in (inex)th list
19. list <int> :: iterator i;
20. for (i = table[index].begin();

i != table[index].end(); i++) {

1. if (\*i == key)

break;

1. }
2. // if key is found in hash table, remove it
3. if (i != table[index].end())
4. table[index].erase(i);
5. }
6. // function to display hash table
7. void Hash::displayHash() {
8. for (int i = 0; i < BUCKET; i++) {
9. cout << i;
10. for (auto x : table[i])

cout << " --> " << x;

1. cout << endl;
2. }
3. }
4. // Driver program
5. int main()
6. {
7. // array that contains keys to be mapped
8. int a[] = {15, 11, 27, 8, 19, 16 ,17, 21, 26, 12};
9. int n = sizeof(a)/sizeof(a[0]);
10. // insert the keys into the hash table
11. Hash h(7);   // 7 is count of buckets in

// hash table

1. for (int i = 0; i < n; i++)
2. h.insertItem(a[i]);
3. // delete 12 from hash table
4. h.deleteItem(12);
5. // display the Hash table
6. h.displayHash();
7. return 0;
8. }

**Result:**

**![](data:image/png;base64,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)**

**[6]. Show the result of inserting the keys**

**10111101, 00000010, 10011011, 10111110, 01111111,** **01010001, 10010110, 00001011, 11001111, 10011110,** **11011011, 00101011, 01100001, 11110000, 01101111 into an initially empty extendible hashing data structure with M = 4.**

**Solution:**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| *000* | *001* | *010* | *011* | *100* | *101* | *110* | *111* |

(2)

**01010001**

**01100001**

**01101111**

**01111111**

(2)

**11001111**

**11011011**

**11110000**

(3)

**10111101**

**10111110**

(3)

**10010110**

**10011011**

**10011110**

(2)

**00000010**

**00001011**

**11011011**

**[7]. Using buckets of size 3 and a hash function of mod (key, 5) and bucket chaining enter the following records (only the key values are shown) into an empty traditional hash file. Create chains of buckets when needed.**

**42, 57, 16, 52, 66, 77, 12, 25, 21, 33, 32, 14**

**Solution:**

|  |  |
| --- | --- |
| Key | Mod 5 |
| 42 | **2** |
| 57 | **2** |
| 16 | **1** |
| 52 | **2** |
| 66 | **1** |
| 77 | **2** |
| 12 | **2** |
| 25 | **0** |
| 21 | **1** |
| 33 | **3** |
| 32 | **2** |
| 14 | **4** |

After Inserting 42,57,16,52,66:

|  |  |  |  |
| --- | --- | --- | --- |
| **0** |  |  |  |
| **1** | 16 | 66 |  |
| **2** | 42 | 57 | 52 |
| **3** |  |  |  |
| **4** |  |  |  |

After Inserting 77 12:

|  |  |  |  |
| --- | --- | --- | --- |
| **0** |  |  |  |
| **1** | 16 | 66 |  |
| **2** | 42 | 57 | 52 |  | 77 | 12 |  |
| **3** |  |  |  |
| **4** |  |  |  |

After Inserting 25 21 33 32 14:

|  |  |  |  |
| --- | --- | --- | --- |
| **0** | 25 |  |  |
| **1** | 16 | 66 | 21 |
| **2** | 42 | 57 | 52 |  | 77 | 12 | 32 |
| **3** | 33 |  |  |
| **4** | 14 |  |  |

**[8]. Define and differentiate between Hash function and cryptographic hash function? What are the applications of randomized hashing?**

**Solution:**

* Every cryptographic hash function is a hash function. But not every hash function is a cryptographic hash.
* A cryptographic hash function aims to guarantee a number of security properties. Most importantly that it's hard to find collisions or pre-images and that the output appears random.
* Non cryptographic hash functions just try to avoid collisions for non-malicious input. Some aim to detect accidental changes in data (CRCs), others try to put objects into different buckets in a hash table with as few collisions as possible.
* In exchange for weaker guarantees, they are typically (much) faster.
* I'd still call MD5 a cryptographic hash function, since it aimed to provide security. But it's broken, and thus no longer usable as a cryptographic hash. On the other hand, when you have a non-cryptographic hash function, you can't really call it "broken", since it never tried to be secure in the first place.